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**Мета:** Метою роботи є набуття навичок технологій розробки програмного коду із використання асинхронності, псевдопаралельності та паралельності у виконанні..

**Завданя:** Відповідно до варіанту завдання розробити методи для створення об’єктів відповідних класів із обробкою можливих виняткових ситуацій. При вводі даних користувачем використати стандартні винятки. Розробити власний клас винятків відповідно до варіанту

Варінт 4

Розробити класи Книга, Читач, Бібліотека, Читацький квиток. Реалізувати процес роботи бібліотеки. Читач може створити заявку отримання книги. Книга може бути видана, якщо вона наявна в бібліотеці. При видачі книги читачу інформація заноситься читацького квитка. При додаванні визначається дата, коли книгу треба повернути. Одночасно можуть створювати заявки декілька читачів. Забезпечити блокування книги при оформленні замовлення. Пояснити доцільність такого підходу.

Я написав настуіпне:

*import* time  
*import* asyncio  
  
  
*class* Book:  
 book\_id = 0  
  
 *def \_\_init\_\_*(self, *name* = ''):  
 Book.book\_id += 1  
 self.id = f'BOOK-{Book.book\_id}'  
 self.name = *name  
  
 def \_\_str\_\_*(self):  
 *return* f'Книга: {self.name}'  
  
 *def* get\_id(self):  
 *return* self.id  
  
 *def* get\_name(self):  
 *return* self.name  
  
  
*class* ReaderTicket:  
 *def \_\_init\_\_*(self, *owner\_id* = ''):  
 self.owner\_id = *owner\_id* self.rented\_books = []  
  
 *def \_\_str\_\_*(self):  
 *return* f'ID відвідувача: {self.owner\_id}'  
  
 *def* add\_book(self, *book* = Book()):  
 self.rented\_books.append({  
 'book\_id': *book*.get\_id(),  
 'when\_rented': time.ctime(time.time()),  
 'should\_returned': time.ctime(time.time() + 60 \* 60 \* 24 \* 10)  
 })  
 print(f'запис у книжному білеті {self.rented\_books}')  
  
 *def* get\_rented\_books(self):  
 *return* list(self.rented\_books)  
  
 *def* get\_owner\_id(self):  
 *return* self.owner\_id  
  
  
*class* Reader:  
 reader\_id = 0  
  
 *def \_\_init\_\_*(self, *name* = ''):  
 Reader.reader\_id += 1  
 self.id = f'READER-{Reader.reader\_id}'  
 self.name = *name* self.reader\_ticket = ReaderTicket(self.id)  
  
 *def \_\_str\_\_*(self):  
 *return* self.name  
  
 *def* get\_id(self):  
 *return* self.id  
  
 *def* take\_book(self, *book* = Book()):  
 self.reader\_ticket.add\_book(*book*)  
  
 *def* get\_name(self):  
 *return* self.name  
  
 *def* get\_reader\_ticket(self):  
 *return* self.reader\_ticket  
  
  
*class* Library:  
 exception\_book\_does\_not\_exist = Exception('Даної книги нажаль немає')  
  
 *def \_\_init\_\_*(self, *name*='', *books* = *None*, *rented\_books* = *None*):  
 *if books is None*:  
 books = []  
 *if rented\_books is None*:  
 rented\_books = []  
 self.books = *books* self.allowed\_books = list(*books*)  
 self.rented\_books = *rented\_books* self.name = *name  
  
 def \_\_str\_\_*(self):  
 *return* f'Бібліотека {self.name} вітає вас'  
  
 *async def* create\_request(self, *reader* = Reader(), *book* = Book()):  
 *if book not in* self.allowed\_books:  
 *raise* self.exception\_book\_does\_not\_exist  
 self.allowed\_books.remove(*book*)  
 *reader*.take\_book(*book*)  
 *await* asyncio.sleep(10)  
 print('Гарного читання')  
  
 *def* get\_books(self):  
 *return* list(self.books)  
  
 *def* get\_allowed\_books(self):  
 *return* list(self.allowed\_books)  
  
 *def* get\_name(self):  
 *return* self.name  
  
*async def* main():  
 book\_1 = Book('book 1')  
 book\_2 = Book('book 2')  
 book\_3 = Book('book 3')  
 book\_4 = Book('book 4')  
 book\_5 = Book('book 5')  
 book\_6 = Book('book 6')  
 book\_7 = Book('book 7')  
  
 print(book\_1.get\_id())  
 print(book\_1.get\_name())  
 print(book\_1)  
  
 print(book\_2.get\_id())  
  
 reader\_1 = Reader('reader 1')  
 reader\_2 = Reader('reader 2')  
 reader\_3 = Reader('reader 3')  
 reader\_4 = Reader('reader 4')  
 reader\_5 = Reader('reader 5')  
 reader\_6 = Reader('reader 6')  
 reader\_7 = Reader('reader 7')  
 reader\_8 = Reader('reader 8')  
  
 print(reader\_1.get\_id())  
 print(reader\_1.get\_reader\_ticket())  
 print(reader\_1.get\_name())  
 print(reader\_1)  
  
 print(reader\_2.get\_id())  
  
 library = Library('library 1', [book\_1, book\_2, book\_3, book\_4, book\_5, book\_6, book\_7])  
  
 print(library.get\_name())  
 print(library.get\_books())  
 print(library.get\_allowed\_books())  
 print(library)  
  
 *try*:  
 *await* library.create\_request(reader\_1, book\_1)  
 *except* Exception:  
 print('Даної книги нажаль немає')  
  
 *try*:  
 *await* library.create\_request(reader\_2, book\_2)  
 *except* Exception:  
 print('Даної книги нажаль немає')  
  
 *try*:  
 *await* library.create\_request(reader\_3, book\_3)  
 *except* Exception:  
 print('Даної книги нажаль немає')  
  
 *try*:  
 *await* library.create\_request(reader\_4, book\_4)  
 *except* Exception:  
 print('Даної книги нажаль немає')  
  
 *try*:  
 *await* library.create\_request(reader\_4, book\_4)  
 *except* Exception:  
 print('Даної книги нажаль немає')  
  
 *try*:  
 *await* library.create\_request(reader\_4, book\_4)  
 *except* Exception:  
 print('Даної книги нажаль немає')  
  
 *try*:  
 *await* library.create\_request(reader\_5, book\_5)  
 *except* Exception:  
 print('Даної книги нажаль немає')  
  
 *try*:  
 *await* library.create\_request(reader\_6, book\_6)  
 *except* Exception:  
 print('Даної книги нажаль немає')  
  
 *try*:  
 *await* library.create\_request(reader\_7, book\_7)  
 *except* Exception:  
 print('Даної книги нажаль немає')  
  
 *try*:  
 *await* library.create\_request(reader\_8, book\_1)  
 *except* Exception:  
 print('Даної книги нажаль немає')  
  
*if* \_\_name\_\_ == "\_\_main\_\_":  
 asyncio.run(main())

В даному рішенні видача книги асинхронне